**Generics in Java:**

The Generics concept is introduced in Java 1.5 Version which is used to achieve generic programming and resolving the problems of type safety and need for typecasting. Generics can also be called as generic parameter types.

The Generics concept can be used only for storing objects but not for primitive values. The Generics can be called type erasers because the generic information is available only up to compilation, once compilation is done then all the generic information will be erased.

Using the generics concept we can achieve compile-time polymorphism. This generic concept looks like a template concept in C++. We can apply the generics concept for classes, interfaces, and for methods.

**Advantages of Generics in Java**

1. We can write a method/class/interface once and use it for any type we want.
2. We can hold only a single type of object in generics. It doesn’t allow to store other objects.
3. Individual Type Casting is not needed.
4. By using generics, we can implement algorithms that work on different types of objects and at the same, they are type-safe too.
5. It is checked at compile time so the problem will not occur at runtime. The good programming strategy says it is far better to handle the problem at compile time than runtime.

**Generic Class in Java:**

A generic class is a class that can hold any kind of object. To create a Generic class we have to specify generic type <T> after the class name. The syntax is given below.
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**Note**: We can specify n number of generic types with a class like follows:

**Class ClassName<T1, T2, T3,…..>{**  
**}**

**Example to understand Generic Class in Java:**

**class** MyGen **<** T **>**

**{**

T obj;

**void** add **(**T obj**)**

**{**

this.obj = obj;

**}**

T get **()**

**{**

**return** obj;

**}**

**}**

**class** GenericClassDemo

**{**

**public** **static** **void** main **(String** args**[])**

**{**

MyGen **<** **Integer** **>** m = new MyGen **<** **Integer** **>** **()**;

m.add **(**2**)**;

//m.add("vivek");//Compile time error

System.out.println **(**m.get **())**;

**}**

**}**

**Output: 2**

**Generic Interfaces in Java**

We can also create a generic interface by specifying the <T> after the interface name. The syntax is given below.
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**Example to Understand Generic Interfaces in Java:**

**interface** Tester **<** T **>**

**{**

**void** show **(**T o**)**;

**}**

//Implementing the generic interface without specifying any generic parameter

**class** Imp1 **implements** Tester

**{**

**public** **void** show **(**Object o**)**

**{**

System.out.println**(**o**)**;

**}**

**}**

//Implementing the generic interface by specifying generic parameter as Integer

**class** Imp2 **implements** Tester **<** **Integer** **>**

**{**

**public** **void** show **(Integer** o**)**

**{**

System.out.println**(**o**)**;

**}**

**}**

//Implementing the generic interface by specifying generic parameter as String

**class** Imp3 **implements** Tester **<** **String** **>**

**{**

**public** **void** show **(String** o**)**

**{**

System.out.println**(**o**)**;

**}**

**}**

//Implementing the generic interface whose implementation class is also a generic class

**class** Imp4 **<** T **>** **implements** Tester **<** T **>**

**{**

**public** **void** show **(**T o**)**

**{**

System.out.println**(**o**)**;

**}**

**}**

**public** **class** GenericInterface

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

Imp1 i1 = new Imp1 **()**;

i1.show **(**10**)**;

i1.show **(**"abc"**)**;

i1.show **(true)**;

Imp2 i2 = new Imp2 **()**;

i2.show **(**10**)**;

// i2.show("abc"); - Invalid

Imp3 i3 = new Imp3 **()**;

i3.show **(**"abc"**)**;

// i3.show(10.0); - Invalid

Imp4 **<** **Integer** **>** i4 = new Imp4 **<** **Integer** **>** **()**;

i4.show **(**10**)**;

**}**

**}**

**Output:**
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**Generic Method in Java:**

A generic method is a method that can take any kind of parameter. To create the generic method we have to specify the generic type <T> before the return of the method. The syntax to use a generic method is given below.
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**Example to Understand Generic Methods in Java:**

**class** Demo

**{**

**<**T**>** **void** show **(**T o**)**

**{**

System.out.println **(**"o=" + o**)**;

**}**

**}**

**public** **class** GenericMethods

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

Demo d = new Demo **()**;

d.show **(**10**)**;

d.show **(**10.0**)**;

d.show **(**"abc"**)**;

d.show **(**'c'**)**;

d.show **(true)**;

d.show **(**10f**)**;

d.show **(**10L**)**;

**}**

**}**

**Output:**

![Example to Understand Generic Methods in Java](data:image/png;base64,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)

**Generic Programming in Java**

Generic programming means reusing the same code for storing different types of objects.

**Example: Java Program without a generic programming approach**

**class** Demo1

**{**

**Integer** e;

**void** add **(Integer** e**)**

**{**

this.e = e;

**}**

**Integer** getValue **()**

**{**

**return** e;

**}**

**}**

**public** **class** GPTest1

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

Demo1 d = new Demo1 **()**;

d.add **(**10**)**;

**Integer** i = d.getValue **()**;

System.out.println **(**"i=" + i**)**;

**}**

**}**

**Output: i = 10**

In the above program, class Demo1 can hold only Integer objects but it cannot hold any other objects like Float objects, String objects, etc. It means we have type safety for the data and while retrieving typecasting is optional but there is no generic programming approach.

To resolve this problem we have to create many classes to store the different objects which will increase the code size and maintenance becomes complicated. To achieve generic programming in our application we have to use Java’s super most class called Object (up to Java 1.5).

**Example: Program using object**

**class** Demo2

**{**

Object e;

**void** add **(**Object e**)**

**{**

this.e = e;

**}**

Object getValue **()**

**{**

**return** e;

**}**

**}**

**public** **class** GPTest2

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

Demo2 d = new Demo2 **()**;

d.add **(**10**)**;

**Integer** i = **(Integer)** d.getValue **()**;

System.out.println **(**"i=" + i**)**;

d.add **(**"abc"**)**;

**String** str = **(String)** d.getValue **()**;

System.out.println **(**"str=" + str**)**;

d.add **(**10.2**)**;

**Double** dd = **(Double)** d.getValue **()**;

System.out.println **(**"dd=" + dd**)**;

**}**

**}**

**Output:**

![Example using object in Java](data:image/png;base64,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)

**Note:** In the above program class Demo2 can hold any kind of object like Integer Objects, Float Objects, String Objects, etc. It means here we have a generic programming approach.

**But in this approach we have the following two drawbacks:**

1. There is no type safety for the data, for example, if we want to store salary values we should enter all the integer values and it will accept but in the middle unexpectedly we enter any wrong value like String or double or other objects still it will accept so that there is no type safety.
2. While retrieving the data, typecasting is mandatory.

To achieve generic programming and resolving the problems of no type of safety and need for typecasting, Java people have introduced a concept called generics.

**Example: Program with Type Safety using Generics**

**class** Demo3 **<**T**>**

**{**

T e;

**void** add **(**T e**)**

**{**

this.e = e;

**}**

T getValue **()**

**{**

**return** e;

**}**

**}**

**public** **class** GPTest3

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

// case-1

Demo3 **<** **Integer** **>** d1 = new Demo3 **<** **Integer** **>** **()**;

d1.add **(**10**)**;

**Integer** i = d1.getValue **()**;

System.out.println **(**"i=" + i**)**;

//d1.add("abc"); - Invalid

//case-2

Demo3 **<** **String** **>** d2 = new Demo3 **<** **String** **>** **()**;

d2.add **(**"abc"**)**;

**String** str = d2.getValue **()**;

System.out.println **(**"str=" + str**)**;

//case-3

Demo3 d3 = new Demo3 **()**;

d3.add **(**10**)**;

**Integer** i1 = **(Integer)** d3.getValue **()**;

System.out.println **(**"i1" + i1**)**;

d3.add **(**"abc"**)**;

**String** str1 = **(String)** d3.getValue **()**;

System.out.println **(**"str1=" + str1**)**;

**}**

**}**

**Output:**

![Example with Type Safety using Generics](data:image/png;base64,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)

**Note:**

1. In the above program, class Demo13 can store any kind of object which means here we have a generic programming approach.
2. In case-1 object, d1 is created by specifying generic parameter as Integer so object d1 can hold only Integer objects (type safety) and while retrieving the data type casting is optional.
3. In case-2 object, d2 is created by specifying generic parameter as String so object d2 can hold only String objects (type safety) and while retrieving the data type casting is optional.
4. But in case-3 object d3 is created without specifying any generic parameter type, so object d3 can hold any kind of objects (no type safety) and while retrieving the data type casting is mandatory.

**The wildcard in Java Generics**

In generic code, the question mark (?), called the wildcard, represents an unknown type. The wildcard can be used in a variety of situations: as the type of a parameter, field, or local variable; sometimes as a return type (though it is better programming practice to be more specific). The wildcard is never used as a type argument for a generic method invocation, a generic class instance creation, or a supertype.

**Example to understand WildCard in Generics**

**import** *java.util.*\*;

**abstract** **class** Shape

**{**

**abstract** **void** draw **()**;

**}**

**class** Rectangle **extends** Shape

**{**

**void** draw **()**

**{**

System.out.println **(**"drawing rectangle"**)**;

**}**

**}**

**class** Circle **extends** Shape

**{**

**void** draw **()**

**{**

System.out.println **(**"drawing circle"**)**;

**}**

**}**

**class** WildcardDemo

**{**

//creating a method that accepts only child class of Shape

**public** **static** **void** drawShapes **(**List **<** ? **extends** Shape **>** lists**)**

**{**

**for** **(**Shape s : lists**)**

**{**

s.draw **()**; //calling method of Shape class by child class instance

**}**

**}**

**public** **static** **void** main **(String** args**[])**

**{**

List **<** Rectangle **>** list1 = new ArrayList **<** Rectangle **>** **()**;

list1.add **(**new Rectangle **())**;

List **<** Circle **>** list2 = new ArrayList **<** Circle **>** **()**;

list2.add **(**new Circle **())**;

list2.add **(**new Circle **())**;

drawShapes **(**list1**)**;

drawShapes **(**list2**)**;

**}**

**}**

**Output:**

![Example to understand WildCard in Generics](data:image/png;base64,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)

**Types of Wildcards in Java**

**Upper Bounded Wildcards in Java**

You can use an upper bounded wildcard to relax the restrictions on a variable. For example, say you want to write a method that works on List<Integer>, List<Double>, and List<Number>; you can achieve this by using an upper bounded wildcard.

To declare an upper-bounded wildcard, use the wildcard character (‘?’), followed by the extends keyword, followed by its upper bound. Note that, in this context, extends is used in a general sense to mean either “extends” (as in classes) or “implements” (as in interfaces).

**Syntax : public static void process(List<? extends Foo> list){…..}**

**Implementation:**

**public** **static** **double** sum**(**List**<**Number**>** list**){**

**double** sum = 0;

**for(**Number n : list**){**

sum += n.doubleValue**()**;

**}**

**return** sum;

**}**

**Example to Understand Upper Bounded Wildcards in Java**

**import** *java.util.ArrayList*;

**import** *java.util.List*;

**public** **class** UpperBoundDemo

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

List **<** **Integer** **>** intl = new ArrayList **<>** **()**;

intl.add **(**13**)**;

intl.add **(**25**)**;

intl.add **(**11**)**;

**double** sum = sum **(**intl**)**;

System.out.println **(**"Total Sum = " + sum**)**;

**}**

**public** **static** **double** sum **(**List **<** ? **extends** Number **>** list**)**

**{**

**double** sum = 0;

**for** **(**Number n:list**)**

**{**

sum += n.doubleValue **()**;

**}**

**return** sum;

**}**

**}**

**Output: Total Sum = 49.0**

**Unbounded Wildcards in Java generics**

The unbounded wildcard type is specified using the wildcard character (?), for example, List<?>. This is called a list of unknown type. There are two scenarios where an unbounded wildcard is a useful approach: If you are writing a method that can be implemented using functionality provided in the Object class.

When the code is using methods in the generic class that doesn’t depend on the type parameter. For example, List.size or List.clear. In fact, Class<?> is so often used because most of the methods in Class<T> do not depend on T.

**Implementation:**

**public** **static** **void** printData**(**List**<**?**>** list**){**

**for(**Object obj : list**){**

System.out.print**(**obj + "::"**)**;

**}**

**}**

**Example to understand UnBounded Wildcards in Java generics**

**import** *java.util.ArrayList*;

**import** *java.util.List*;

**import** *java.util.Arrays*;

**class** UnboundedDemo

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

List **<** **Integer** **>** integerList = Arrays.asList **(**6, 3, 10, 7**)**;

print **(**integerList**)**;

System.out.println **(**"\n----------"**)**;

List **<** **String** **>** stringList = new ArrayList **<** **String** **>** **()**;

stringList.add **(**"A"**)**;

stringList.add **(**"B"**)**;

stringList.add **(**"C"**)**;

stringList.add **(**"D"**)**;

print **(**stringList**)**;

**}**

**public** **static** **void** print **(**List **<** ? **>**list**)**

**{**

**for** **(**Object input : list**)**

**{**

System.out.print **(**input + " "**)**;

**}**

**}**

**}**

**Output:**

![Example to understand UnBounded Wildcards in Java generics](data:image/png;base64,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)

**Lower Bounded Wildcards in Java**

The [Upper Bounded Wildcards](https://docs.oracle.com/javase/tutorial/java/generics/upperBounded.html%22%20/t%20%22_top) section shows that an upper bounded wildcard restricts the unknown type to be a specific type or a subtype of that type and is represented using the extends keyword. In a similar way, a lower bounded wildcard restricts the unknown type to be a specific type or a supertype of that type.

**Syntax** : **Collectiontype <? super A>**

**Implementation:**

**public** **static** **void** addIntegers**(**List**<**? super **Integer>** list**){**

list.add**(**new **Integer(**50**))**;

**}**

**Example to understand Lower Bounded Wildcards in Java**

**import** *java.util.ArrayList*;

**import** *java.util.List*;

**class** LowerBoundDemo

**{**

**public** **static** **void** main **(String[]**args**)**

**{**

List **<** Object **>** list = new ArrayList **<** Object **>** **()**;

list.add **(**10**)**;

list.add **(**23**)**;

list.add **(**3**)**;

**for** **(**Object value:list**)**

**{**

System.out.print **(**value + " "**)**;

**}**

**}**

**public** **static** **void** addIntegers **(**List **<** ? super **Integer** **>** list**)**

**{**

System.out.println **(**list**)**;

**}**

**}**

**Output: 10 23 3**